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Введение

Матрица – математический объект, записываемый в виде прямоугольной таблицы элементов, который представляет собой совокупность строк и столбцов, на пересечении которых находятся его элементы. Количество строк и столбцов задаёт размер матрицы. Матрицы широко применяются в математике для компактной записи систем линейных алгебраических или дифференциальных уравнений. В этом случае количество строк матрицы соответствует числу уравнений, а количество столбцов – количеству неизвестных. В результате над матрицей можно производить действия по правилам матричной алгебры. Определение матрицы возможно выразить через понятие вектор. Вектор – набор чисел, состоящий из n элементов. Тогда матрица из m строк и n столбцов может быть определена как вектор из n элементов, где каждый элемент является векторов из m элементов.

1. Постановка задачи

Ставится задача создания программных средств, поддерживающих эффективное хранение матриц специального вида и выполнение основных операций над ними: сложение/вычитание; умножение; копирование; сравнение.

Программные средства должны содержать:

Класс Вектор (на шаблонах);

Класс Матрица (на шаблонах);

Тестирование.

1. Руководство пользователя

Чтобы воспользоваться программой необходимо создать объекты из класса «TDynamicVector» или «TSquareDynamicMatrix» или «TTriangleDynamicMatrix». Для создания объекта применяются конструкторы.

|  |
| --- |
| TDynamicVector(); // Конструктор по умолчанию для вектора  TDynamicVector(int n); // Конструктор для вектора длины n  TSquareDynamicMatrix(); // Конструктор по умолчанию для квадратной матрицы  TTriangleDynamicMatrix(); // Конструктор по умолчанию для треугольной матрицы  TSquareDynamicMatrix(int n); // Конструктор для квадратной матрицы n\*n  TTriangleDynamicMatrix(int n); // Конструктор для квадратной треугольной матрицы n\*n |

Фрагмент кода 1. Конструкторы

|  |
| --- |
| TDynamicVector<int> A(5); // Создали вектор длины 5  TSquareDynamicMatrix<int> m1(2); // Создали матрицу длины 2 |

Фрагмент кода 2. Пример создания объектов

После создания объекта можно воспользоваться функционалом классов.

|  |
| --- |
| TDynamicVector<int> A(5); // Создали вектор A  TDynamicVector<int> C(5); // Создали вектор C  TDynamicVector<int> D(5); // Создали вектор D  C = A + D; // В вектор C записали сумму векторов  std::cout << C << std::endl; // Вывели вектор C на экран |

Фрагмент кода 3. Пример пользования программой

1. Руководство программиста
   1. Описание структуры программы

Представляется следующая модульная структура программы:

1. TVector.h, TVector.cpp – модуль, реализующий структуру данных Вектор.
2. TTriangleMatrix.h, TSquareMatrix.h, TTriangleMartix.cpp, TSquareMatrix.cpp – модуль, реализующий структуру данных Матрица.
3. sample\_matrix.cpp, test\_tvector.cpp, test\_tmatrix.cpp, test\_main.cpp – модуль, реализующий тестирование.
   1. Описание структуры данных

Используются шаблоны. Класс Вектор:

|  |
| --- |
| protected:  int len; // Длина вектора  T\* pMem; // Массив элементов вектора  public:  TDynamicVector(); // Конструктор по умолчанию  TDynamicVector(int n); // Конструктор инициализатор  TDynamicVector(T\* arr, int s); // Конструктор копирования  TDynamicVector(const TDynamicVector<T>& v); // Конструктор копирования  TDynamicVector(TDynamicVector<T>&& v) noexcept; // Конструктор перемещения  ~TDynamicVector(); // Деструктор  int size(); // Получение размера  void Resize(int nlen); // Изменение размера  T& operator[](int i); // Индексация  const T& operator[](int i) const; // Индексация  bool operator==(const TDynamicVector<T>& v); // Равенство  bool operator!=(const TDynamicVector<T>& v); // Не равенство  TDynamicVector<T> operator+(T n); // Сложение с константой  TDynamicVector<T> operator-(double n); // Вычитание с константой  TDynamicVector<T> operator\*(double n); // Умножение с константой  TDynamicVector<T> operator+(const TDynamicVector<T>& v); // Сложение векторов  TDynamicVector<T> operator-(const TDynamicVector<T>& v); // Вычитание векторов  TDynamicVector<T> operator\*(const TDynamicVector<T>& v); // Умножение векторов  TDynamicVector<T>& operator=(const TDynamicVector<T>& v); // Присваивание векторов  TDynamicVector<T>& operator=(TDynamicVector<T>&& v) noexcept; // Перемещающее присваивание  friend istream& operator>>(istream& istr, const TDynamicVector<T>& v); // Ввод вектора  friend ostream& operator<<(ostream& ostr, const TDynamicVector<T>& v); // Вывод вектора |

Фрагмент кода 4. Класс «TDynamicVector».

Класс Матрица:

|  |
| --- |
| TSquareDynamicMatrix(); // Конструктор по умолчанию  TSquareDynamicMatrix(int n); // Конструктор инициализатор  TSquareDynamicMatrix(const TSquareDynamicMatrix<T>& m); // Конструктор копирования  bool operator==(const TSquareDynamicMatrix<T>& m); // Равенство  bool operator!=(const TSquareDynamicMatrix<T>& m); // Не равенство  TSquareDynamicMatrix<T> operator\*(const T& v); // Умножение матрицы на константу  TDynamicVector<T> operator\*(TDynamicVector<T>& v); // Умножение матрицы на вектор  TSquareDynamicMatrix<T> operator+(const TSquareDynamicMatrix<T>& m); // Сложение матриц  TSquareDynamicMatrix<T> operator-(const TSquareDynamicMatrix<T>& m); // Вычитание матриц  TSquareDynamicMatrix<T> operator\*(const TSquareDynamicMatrix<T>& m); // Умножение матриц  TSquareDynamicMatrix<T> operator=(const TSquareDynamicMatrix<T>& m); // Присваивание матриц  friend istream& operator>>(istream& istr, const TSquareDynamicMatrix<T>& m); // Ввод матриц  friend ostream& operator<<(ostream& ostr, const TSquareDynamicMatrix<T>& m); // Вывод матриц |

Фрагмент кода 5. Класс «TSquareDynamicMatrix»

В классе «TTriangleDynamicMatrix» методы аналогичные классу «TSquareDynamicMatrix».

* 1. Описание алгоритмов

Программа реализует различные операции над векторами и матрицами. Рассмотрим некоторые из них.

1. Сложение векторов (operator +). Суть метода. Функция принимает вектор, далее выполняется тело функции. Возвращается новый вектор (Смотри блок-схему 1).

TDynamicVector<T> res(\*this);

((len == v.len) && (v.pMem != 0) && (pMem != 0))

i=0, len

res.pMem[i] = res.pMem[i] + v.pMem[i];

res

Да

Нет

Блок-схема 1. «Сложение векторов»

1. Присваивание векторов (operator =). Суть метода. Функция принимает вектор, далее выполняется тело функции. Возвращается ссылка на вектор, а не сам вектор (Смотри блок-схему 2).

(this == &v)

(v.pMem == 0)

delete[] pMem;

pMem = 0;

len = 0;

(pMem != 0)

len = v.len;

pMem = new T[len];

i=0, len

pMem[i] = v.pMem[i];

\*this

\*this

\*this

Да

Нет

Да

Нет

Да

Блок-схема 2. «Присваивание векторов»

1. Умножение матриц (operator \*). Суть метода. Функция принимает матрицу, далее выполняется тело функции. Возвращается матрица (Смотри блок-схему 3).

(this->len == v.len)

TSquareDynamicMatrix<T> res(\*this);

i=0, len

res[i][j] += this->pMem[i][k] \* m.pMem[k][j];

res

j=0, len

k=0, len

Да

res[i][j] = 0;

Блок-схема 3. «Умножение матриц»

1. Равенство матриц (operator ==). Суть метода. Принимает матрицу, далее выполняется тело функции. Возвращается значение 0 или 1, где 0 – ложь, а 1 – истина (Смотри блок-схему 4).

Блок-схема 4. «Оператор == для матриц»

((this->len != v.len)))

i=0, len

(this->pMem[i][j] != m.pMem[i][j])

false

false

true

j=0, len

Да

Нет

Да

Нет

1. Эксперименты

Проведём несколько экспериментов и проверим работоспособность. Создадим пару объектов и выполним над нами операции.

|  |
| --- |
| TTriangleDynamicMatrix<int> a(5), b(5), c(5);  TSquareDynamicMatrix<int> f(5), d(5), v(5);  TDynamicVector<int> k(5), r(5);  setlocale(LC\_ALL, "Russian");  std::cout << "Тестирование класс работы с матрицами" << std::endl;  for (int i = 0; i < 5; i++)  for (int j = 0; j <= i; j++)  {  a[i][j] = i \* 10 + j;  b[i][j] = (i \* 10 + j) \* 100;  }  c = a + b;  cout << "Matrix a = " << endl << a << endl;  cout << "Matrix b = " << endl << b << endl;  cout << "Matrix c = a + b" << endl << c << endl;  for (int i = 0; i < 5; i++)  for (int j = 0; j < 5; j++)  {  f[i][j] = i + 1;  d[i][j] = i + 1;  }  v = f \* d;  r = v \* k;  cout << "Matrix f = " << endl << f << endl;  cout << "Matrix d = " << endl << d << endl;  cout << "Matrix v = f \* d" << endl << v << endl;  cout << "Vector k = " << endl << k << endl;  cout << "Vector r = v \* k" << endl << r << endl; |

Фрагмент кода 6. Создание

Получившийся результат:

![u8Hq0NI-JBw.jpg](data:image/jpeg;base64,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)

Рис. 1. Работа с треугольными матрицами.

![_zP-mduQP4g.jpg](data:image/jpeg;base64,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)

Рис. 2. Работа с квадратными матрицами.

Протестируем работоспособность с помощью тестов.

|  |
| --- |
| [==========] Running 54 tests from 3 test cases.  [----------] Global test environment set-up.  [----------] 17 tests from TTriangleDynamicMatrix  [ RUN ] TTriangleDynamicMatrix.can\_create\_matrix\_with\_positive\_length  [ OK ] TTriangleDynamicMatrix.can\_create\_matrix\_with\_positive\_length (0 ms)  [ RUN ] TTriangleDynamicMatrix.throws\_when\_create\_matrix\_with\_negative\_length  [ OK ] TTriangleDynamicMatrix.throws\_when\_create\_matrix\_with\_negative\_length (0 ms)  [ RUN ] TTriangleDynamicMatrix.can\_create\_copied\_matrix  [ OK ] TTriangleDynamicMatrix.can\_create\_copied\_matrix (0 ms)  [ RUN ] TTriangleDynamicMatrix.can\_get\_size  [ OK ] TTriangleDynamicMatrix.can\_get\_size (0 ms)  [ RUN ] TTriangleDynamicMatrix.compare\_equal\_matrices\_return\_true  [ OK ] TTriangleDynamicMatrix.compare\_equal\_matrices\_return\_true (0 ms)  [ RUN ] TTriangleDynamicMatrix.compare\_matrix\_with\_itself\_return\_true  [ OK ] TTriangleDynamicMatrix.compare\_matrix\_with\_itself\_return\_true (0 ms)  [ RUN ] TTriangleDynamicMatrix.matrices\_with\_different\_size\_are\_not\_equal  [ OK ] TTriangleDynamicMatrix.matrices\_with\_different\_size\_are\_not\_equal (0 ms)  [ RUN ] TTriangleDynamicMatrix.cant\_add\_matrices\_with\_not\_equal\_size  [ OK ] TTriangleDynamicMatrix.cant\_add\_matrices\_with\_not\_equal\_size (0 ms)  [ RUN ] TTriangleDynamicMatrix.can\_add\_matrices\_with\_equal\_size  [ OK ] TTriangleDynamicMatrix.can\_add\_matrices\_with\_equal\_size (0 ms)  [ RUN ] TTriangleDynamicMatrix.cant\_subtract\_matrixes\_with\_not\_equal\_size  [ OK ] TTriangleDynamicMatrix.cant\_subtract\_matrixes\_with\_not\_equal\_size (0 ms)  [ RUN ] TTriangleDynamicMatrix.can\_subtract\_matrixes\_with\_equal\_size  [ OK ] TTriangleDynamicMatrix.can\_subtract\_matrixes\_with\_equal\_size (0 ms)  [ RUN ] TTriangleDynamicMatrix.cant\_multiply\_matrixes\_with\_not\_equal\_size  [ OK ] TTriangleDynamicMatrix.cant\_multiply\_matrixes\_with\_not\_equal\_size (0 ms)  [ RUN ] TTriangleDynamicMatrix.can\_equate\_matrixes  [ OK ] TTriangleDynamicMatrix.can\_equate\_matrixes (0 ms)  [ RUN ] TTriangleDynamicMatrix.can\_multiply\_matrixes\_with\_equal\_size  [ OK ] TTriangleDynamicMatrix.can\_multiply\_matrixes\_with\_equal\_size (0 ms)  [ RUN ] TTriangleDynamicMatrix.can\_multiply\_matrix\_by\_vector  [ OK ] TTriangleDynamicMatrix.can\_multiply\_matrix\_by\_vector (0 ms)  [ RUN ] TTriangleDynamicMatrix.cant\_multiply\_matrix\_by\_vector\_with\_not\_equal  [ OK ] TTriangleDynamicMatrix.cant\_multiply\_matrix\_by\_vector\_with\_not\_equal (0 ms)  [ RUN ] TTriangleDynamicMatrix.can\_multiply\_matrix\_by\_scalar  [ OK ] TTriangleDynamicMatrix.can\_multiply\_matrix\_by\_scalar (0 ms)  [----------] 17 tests from TTriangleDynamicMatrix (7 ms total)  [----------] 17 tests from TSquareDynamicMatrix  [ RUN ] TSquareDynamicMatrix.can\_create\_matrix\_with\_positive\_length  [ OK ] TSquareDynamicMatrix.can\_create\_matrix\_with\_positive\_length (0 ms)  [ RUN ] TSquareDynamicMatrix.throws\_when\_create\_matrix\_with\_negative\_length  [ OK ] TSquareDynamicMatrix.throws\_when\_create\_matrix\_with\_negative\_length (0 ms)  [ RUN ] TSquareDynamicMatrix.can\_create\_copied\_matrix  [ OK ] TSquareDynamicMatrix.can\_create\_copied\_matrix (0 ms)  [ RUN ] TSquareDynamicMatrix.can\_get\_size  [ OK ] TSquareDynamicMatrix.can\_get\_size (0 ms)  [ RUN ] TSquareDynamicMatrix.compare\_equal\_matrices\_return\_true  [ OK ] TSquareDynamicMatrix.compare\_equal\_matrices\_return\_true (0 ms)  [ RUN ] TSquareDynamicMatrix.compare\_matrix\_with\_itself\_return\_true  [ OK ] TSquareDynamicMatrix.compare\_matrix\_with\_itself\_return\_true (0 ms)  [ RUN ] TSquareDynamicMatrix.matrices\_with\_different\_size\_are\_not\_equal  [ OK ] TSquareDynamicMatrix.matrices\_with\_different\_size\_are\_not\_equal (0 ms)  [ RUN ] TSquareDynamicMatrix.cant\_add\_matrices\_with\_not\_equal\_size  [ OK ] TSquareDynamicMatrix.cant\_add\_matrices\_with\_not\_equal\_size (0 ms)  [ RUN ] TSquareDynamicMatrix.can\_add\_matrices\_with\_equal\_size  [ OK ] TSquareDynamicMatrix.can\_add\_matrices\_with\_equal\_size (0 ms)  [ RUN ] TSquareDynamicMatrix.cant\_subtract\_matrixes\_with\_not\_equal\_size  [ OK ] TSquareDynamicMatrix.cant\_subtract\_matrixes\_with\_not\_equal\_size (0 ms)  [ RUN ] TSquareDynamicMatrix.can\_subtract\_matrixes\_with\_equal\_size  [ OK ] TSquareDynamicMatrix.can\_subtract\_matrixes\_with\_equal\_size (0 ms)  [ RUN ] TSquareDynamicMatrix.cant\_multiply\_matrixes\_with\_not\_equal\_size  [ OK ] TSquareDynamicMatrix.cant\_multiply\_matrixes\_with\_not\_equal\_size (0 ms)  [ RUN ] TSquareDynamicMatrix.can\_equate\_matrixes  [ OK ] TSquareDynamicMatrix.can\_equate\_matrixes (0 ms)  [ RUN ] TSquareDynamicMatrix.can\_multiply\_matrixes\_with\_equal\_size  [ OK ] TSquareDynamicMatrix.can\_multiply\_matrixes\_with\_equal\_size (0 ms)  [ RUN ] TSquareDynamicMatrix.can\_multiply\_matrix\_by\_vector  [ OK ] TSquareDynamicMatrix.can\_multiply\_matrix\_by\_vector (0 ms)  [ RUN ] TSquareDynamicMatrix.cant\_multiply\_matrix\_by\_vector\_with\_not\_equal  [ OK ] TSquareDynamicMatrix.cant\_multiply\_matrix\_by\_vector\_with\_not\_equal (0 ms)  [ RUN ] TSquareDynamicMatrix.can\_multiply\_matrix\_by\_scalar  [ OK ] TSquareDynamicMatrix.can\_multiply\_matrix\_by\_scalar (0 ms)  [----------] 17 tests from TSquareDynamicMatrix (16 ms total)  [----------] 20 tests from TDynamicVector  [ RUN ] TDynamicVector.can\_create\_vector\_with\_positive\_length  [ OK ] TDynamicVector.can\_create\_vector\_with\_positive\_length (0 ms)  [ RUN ] TDynamicVector.throws\_when\_create\_vector\_with\_negative\_length  [ OK ] TDynamicVector.throws\_when\_create\_vector\_with\_negative\_length (0 ms)  [ RUN ] TDynamicVector.can\_create\_copied\_vector  [ OK ] TDynamicVector.can\_create\_copied\_vector (0 ms)  [ RUN ] TDynamicVector.copied\_vector\_has\_its\_own\_memory  [ OK ] TDynamicVector.copied\_vector\_has\_its\_own\_memory (0 ms)  [ RUN ] TDynamicVector.can\_get\_size  [ OK ] TDynamicVector.can\_get\_size (0 ms)  [ RUN ] TDynamicVector.assign\_operator\_change\_vector\_size  [ OK ] TDynamicVector.assign\_operator\_change\_vector\_size (0 ms)  [ RUN ] TDynamicVector.compare\_equal\_vectors\_return\_true  [ OK ] TDynamicVector.compare\_equal\_vectors\_return\_true (0 ms)  [ RUN ] TDynamicVector.compare\_vector\_with\_itself\_return\_true  [ OK ] TDynamicVector.compare\_vector\_with\_itself\_return\_true (0 ms)  [ RUN ] TDynamicVector.vectors\_with\_different\_size\_are\_not\_equal  [ OK ] TDynamicVector.vectors\_with\_different\_size\_are\_not\_equal (1 ms)  [ RUN ] TDynamicVector.cant\_multiply\_vectors\_with\_not\_equal\_size  [ OK ] TDynamicVector.cant\_multiply\_vectors\_with\_not\_equal\_size (0 ms)  [ RUN ] TDynamicVector.can\_resize\_vector  [ OK ] TDynamicVector.can\_resize\_vector (0 ms)  [ RUN ] TDynamicVector.cant\_resize\_vector\_to\_negative\_size  [ OK ] TDynamicVector.cant\_resize\_vector\_to\_negative\_size (0 ms)  [ RUN ] TDynamicVector.cant\_found\_element\_with\_negative\_index  [ OK ] TDynamicVector.cant\_found\_element\_with\_negative\_index (0 ms)  [ RUN ] TDynamicVector.can\_found\_element\_with\_positive\_index  [ OK ] TDynamicVector.can\_found\_element\_with\_positive\_index (0 ms)  [ RUN ] TDynamicVector.can\_add\_scalar\_to\_vector  [ OK ] TDynamicVector.can\_add\_scalar\_to\_vector (0 ms)  [ RUN ] TDynamicVector.can\_substract\_scalar\_from\_vector  [ OK ] TDynamicVector.can\_substract\_scalar\_from\_vector (0 ms)  [ RUN ] TDynamicVector.can\_multiply\_vector\_by\_scalar  [ OK ] TDynamicVector.can\_multiply\_vector\_by\_scalar (0 ms)  [ RUN ] TDynamicVector.can\_sum\_vectors  [ OK ] TDynamicVector.can\_sum\_vectors (0 ms)  [ RUN ] TDynamicVector.can\_substact\_vectors  [ OK ] TDynamicVector.can\_substact\_vectors (0 ms)  [ RUN ] TDynamicVector.can\_equate\_vector  [ OK ] TDynamicVector.can\_equate\_vector (0 ms)  [----------] 20 tests from TDynamicVector (21 ms total)  [----------] Global test environment tear-down  [==========] 54 tests from 3 test cases ran. (48 ms total)  [ PASSED ] 54 tests. |

Замерим время работы программы для некоторых операций. Результаты запишем в таблицу.

Таблица 1. «Время работы операций»

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Тип | Размер | Оператор | Теоретическое время | Практическое время |
| TSquareDynamicMatrix<int> | 1000\*1000 | + | O(n^2) | 0.016 |
| TSquareDynamicMatrix<int> | 10000\*10000 | + | O(n^2) | 1.695 |
| TSquareDynamicMatrix<int> | 100\*100 | \* | O(n^3) | 0.007 |
| TSquareDynamicMatrix<int> | 1000\*1000 | \* | O(n^3) | 7.139 |

Проверка: При сложении матриц мы увеличивали их размеры. При увеличении размера в 10 раз, время работы должно увеличиться в 100 раз. Верно.

Умножая матрицы, при увеличении размера в 10 раз, время работы должно увеличиться в 1000 раз. Верно.

Теоретическое время совпадает с практическим временем.

Заключение

В ходе лабораторной работы мною была выполнена поставленная задача. Мне удалось написать классы для работы с векторами и матрицами, используя шаблоны. Также работоспособность была проверена с помощью тестов и примеров. Практическое выполнение соответствует теоретической оценке.
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Приложения

Приложение 1

|  |
| --- |
| #ifndef \_\_TDynamicVector\_H\_\_  #define \_\_TDynamicVector\_H\_\_  #include <iostream>  using namespace std;  template<class T>  class TDynamicVector  {  protected:  int len;  T\* pMem;  public:  TDynamicVector();  TDynamicVector(int n);  TDynamicVector(T\* arr, int s);  TDynamicVector(const TDynamicVector<T>& v);  TDynamicVector(TDynamicVector<T>&& v) noexcept;  ~TDynamicVector();  int size();  void Resize(int nlen);  T& operator[](int i);  const T& operator[](int i) const;  bool operator==(const TDynamicVector<T>& v);  bool operator!=(const TDynamicVector<T>& v);  TDynamicVector<T> operator+(T n);  TDynamicVector<T> operator-(double n);  TDynamicVector<T> operator\*(double n);  TDynamicVector<T> operator+(const TDynamicVector<T>& v);  TDynamicVector<T> operator-(const TDynamicVector<T>& v);  TDynamicVector<T> operator\*(const TDynamicVector<T>& v);  TDynamicVector<T>& operator=(const TDynamicVector<T>& v);  TDynamicVector<T>& operator=(TDynamicVector<T>&& v) noexcept;  friend istream& operator>>(istream& istr, const TDynamicVector<T>& v);  friend ostream& operator<<(ostream& ostr, const TDynamicVector<T>& v);  };  #endif  template<class T>  TDynamicVector<T>::TDynamicVector()  {  len = NULL;  pMem = nullptr;  }  template<class T>  inline TDynamicVector<T>::TDynamicVector(int n)  {  if (n <= 0) throw "error";  len = n;  pMem = new T[len];  for (int i = 0; i < len; i++)  pMem[i] = 1;  }  template<class T>  inline TDynamicVector<T>::TDynamicVector(T\* arr, int s)  {  len = s;  pMem = new T[len];  for (int i = 0; i < len; i++)  pMem[i] = arr[i];  }  template<class T>  inline TDynamicVector<T>::TDynamicVector(const TDynamicVector<T>& v)  {  len = v.len;  if (v.len == 0)  pMem = nullptr;  else  pMem = new T[len];  for (int i = 0; i < len; i++)  pMem[i] = v.pMem[i];  }  template<class T>  inline TDynamicVector<T>::TDynamicVector(TDynamicVector<T>&& v) noexcept  {  pMem = v.pMem;  len = v.len;  v.pMem = nullptr;  v.len = 0;  }  template<class T>  inline TDynamicVector<T>::~TDynamicVector()  {  if (pMem != nullptr)  {  delete[] pMem;  pMem = nullptr;  }  len = NULL;  }  template<class T>  inline int TDynamicVector<T>::size()  {  return len;  }  template<class T>  inline void TDynamicVector<T>::Resize(int nlen)  {  if (nlen < 0) throw "error";  TDynamicVector<T> res(\*this);  delete[] pMem;  pMem = new T[nlen];  for (int i = 0; i < min(nlen, res.len); i++)  {  pMem[i] = res.pMem[i];  }  if (nlen > res.len)  for (int j = res.len; j < nlen; j++)  pMem[j] = 0;  len = nlen;  }  template<class T>  inline T& TDynamicVector<T>::operator[](int i)  {  if (len == 0) throw "error";  if ((i < 0) || (i > len)) throw "not found";  return pMem[i];  }  template<class T>  inline const T& TDynamicVector<T>::operator[](int i) const  {  if (len == 0) throw "error";  if ((i < 0) || (i > len)) throw "not found";  return pMem[i];  }  template<class T>  inline bool TDynamicVector<T>::operator==(const TDynamicVector<T>& v)  {  if (len != v.len) return false;  else  {  for (int i = 0; i < len; i++)  if (pMem[i] != v.pMem[i])  return false;  }  return true;  }  template<class T>  inline bool TDynamicVector<T>::operator!=(const TDynamicVector<T>& v)  {  if (len != v.len) return true;  else  {  for (int i = 0; i < len; i++)  if (pMem[i] != v.pMem[i])  return true;  }  return false;  }  template<class T>  inline TDynamicVector<T> TDynamicVector<T>::operator+(T n)  {  if (n == 0) return \*this;  TDynamicVector<T> res(\*this);  {  for (int i = 0; i < len; i++)  res.pMem[i] = res.pMem[i] + n;  }  return res;  }  template<class T>  inline TDynamicVector<T> TDynamicVector<T>::operator-(double n)  {  if (n == 0) return \*this;  TDynamicVector<T> res(\*this);  {  for (int i = 0; i < len; i++)  res.pMem[i] = res.pMem[i] - n;  }  return res;  }  template<class T>  inline TDynamicVector<T> TDynamicVector<T>::operator\*(double n)  {  if (n == 0) pMem = nullptr;  TDynamicVector<T> res(\*this);  {  for (int i = 0; i < len; i++)  res.pMem[i] = res.pMem[i] \* n;  }  return res;  }  template<class T>  inline TDynamicVector<T> TDynamicVector<T>::operator+(const TDynamicVector<T>& v)  {  TDynamicVector<T> res(\*this);  if ((len == v.len) && (v.pMem != 0) && (pMem != 0))  {  for (int i = 0; i < len; i++)  res.pMem[i] = res.pMem[i] + v.pMem[i];  }  else  throw "error";  return res;  }  template<class T>  inline TDynamicVector<T> TDynamicVector<T>::operator-(const TDynamicVector<T>& v)  {  TDynamicVector<T> res(\*this);  if ((len == v.len) && (v.pMem != 0) && (pMem != 0))  {  for (int i = 0; i < len; i++)  res.pMem[i] = res.pMem[i] - v.pMem[i];  }  else  throw "error";  return res;  }  template<class T>  inline TDynamicVector<T> TDynamicVector<T>::operator\*(const TDynamicVector<T>& v)  {  TDynamicVector<T> res(\*this);  if ((len == v.len) && (v.pMem != 0) && (pMem != 0))  {  for (int i = 0; i < len; i++)  res.pMem[i] = res.pMem[i] \* v.pMem[i];  }  else  throw "error";  return res;  }  template<class T>  inline TDynamicVector<T>& TDynamicVector<T>::operator=(const TDynamicVector<T>& v)  {  if (this == &v) return \*this;  if (v.pMem == 0)  {  delete[] pMem;  pMem = 0;  len = 0;  return \*this;  }  if (pMem != 0)  delete[] pMem;  len = v.len;  pMem = new T[len];  for (int i = 0; i < len; i++)  pMem[i] = v.pMem[i];  return \*this;  }  template<class T>  inline TDynamicVector<T>& TDynamicVector<T>::operator=(TDynamicVector<T>&& v) noexcept  {  if (this != &v)  {  delete[] pMem;  pMem = v.pMem;  len = v.len;  v.pMem = nullptr;  v.len = 0;  }  return \*this;  }  template <class T>  std::ostream& operator<<(std::ostream& ostr, TDynamicVector<T>& v)  {  for (int i = 0; i < v.size(); i++)  ostr << v[i] << ' ';  return ostr;  }  template <class T>  std::istream& operator>>(std::istream& istr, TDynamicVector<T>& v)  {  T a = 0;  std::cout << "Enter your vector = " << std::endl;  for (int i = 0; i < v.size(); i++)  {  istr >> a;  v[i] = a;  }  return istr;  } |

Приложение 2

|  |
| --- |
| #ifndef \_\_TSquareDynamicMatrix\_H\_\_  #define \_\_TSquareDynamicMatrix\_H\_\_  #include <iostream>  #include "TTriangleMatrix.h"  using namespace std;  template<class T>  class TSquareDynamicMatrix : protected TDynamicVector<TDynamicVector<T>>  {  using TDynamicVector<TDynamicVector<T>>::pMem;  using TDynamicVector<TDynamicVector<T>>::len;  public:  using TDynamicVector<TDynamicVector<T>>::operator[];  using TDynamicVector<TDynamicVector<T>>::size;  TSquareDynamicMatrix();  TSquareDynamicMatrix(int n);  TSquareDynamicMatrix(const TSquareDynamicMatrix<T>& m);  bool operator==(const TSquareDynamicMatrix<T>& m);  bool operator!=(const TSquareDynamicMatrix<T>& m);  TSquareDynamicMatrix<T> operator\*(const T& v);  TDynamicVector<T> operator\*(TDynamicVector<T>& v);  TSquareDynamicMatrix<T> operator+(const TSquareDynamicMatrix<T>& m);  TSquareDynamicMatrix<T> operator-(const TSquareDynamicMatrix<T>& m);  TSquareDynamicMatrix<T> operator\*(const TSquareDynamicMatrix<T>& m);  TSquareDynamicMatrix<T> operator=(const TSquareDynamicMatrix<T>& m);  friend istream& operator>>(istream& istr, const TSquareDynamicMatrix<T>& m);  friend ostream& operator<<(ostream& ostr, const TSquareDynamicMatrix<T>& m);  };  #endif  template<class T>  inline TSquareDynamicMatrix<T>::TSquareDynamicMatrix()  {  this->len = NULL;  this->pMem = nullptr;  }  template<class T>  inline TSquareDynamicMatrix<T>::TSquareDynamicMatrix(int n)  {  if (n <= 0) throw "error";  this->len = n;  if (this->pMem != nullptr)  delete[] this->pMem;  this->pMem = new TDynamicVector<T>[this->len];  for (int i = 0; i < this->len; i++)  this->pMem[i] = TDynamicVector<T>(len);  }  template<class T>  inline TSquareDynamicMatrix<T>::TSquareDynamicMatrix(const TSquareDynamicMatrix<T>& m)  {  if (m.len == 0)  this->pMem = 0;  if (m.len > 0)  this->len = m.len;  this->pMem = new TDynamicVector<T>[len];  for (int i = 0; i < len; i++)  this->pMem[i] = m.pMem[i];  }  template<class T>  inline bool TSquareDynamicMatrix<T>::operator==(const TSquareDynamicMatrix<T>& m)  {  return TDynamicVector < TDynamicVector<T>> :: operator==(m);  }  template<class T>  inline bool TSquareDynamicMatrix<T>::operator!=(const TSquareDynamicMatrix<T>& m)  {  return TDynamicVector < TDynamicVector<T>> :: operator!=(m);  }  template<class T>  inline TSquareDynamicMatrix<T> TSquareDynamicMatrix<T>::operator\*(const T& v)  {  TSquareDynamicMatrix<T> res(\*this);  for (int i = 0; i < len; i++)  res.pMem[i] = pMem[i] \* v;  return res;  }  template<class T>  inline TDynamicVector<T> TSquareDynamicMatrix<T>::operator\*(TDynamicVector<T>& v)  {  if (this->len != v.size()) throw "error";  TDynamicVector<T> res(this->len);  for (int i = 0; i < len; i++)  {  res[i] = 0;  for (int j = 0; j < len; j++)  res[i] += this->pMem[i][j] \* v[j];  }  return res;  }  template<class T>  inline TSquareDynamicMatrix<T> TSquareDynamicMatrix<T>::operator+(const TSquareDynamicMatrix<T>& m)  {  if (m.len != len) throw "error";  TSquareDynamicMatrix<T> res(\*this);  for (int i = 0; i < len; i++)  res.pMem[i] = pMem[i] + m.pMem[i];  return res;  }  template<class T>  inline TSquareDynamicMatrix<T> TSquareDynamicMatrix<T>::operator-(const TSquareDynamicMatrix<T>& m)  {  if (m.len != len) throw "error";  TSquareDynamicMatrix<T> res(\*this);  for (int i = 0; i < len; i++)  res.pMem[i] = pMem[i] - m.pMem[i];  return res;  }  template<class T>  inline TSquareDynamicMatrix<T> TSquareDynamicMatrix<T>::operator\*(const TSquareDynamicMatrix<T>& m)  {  if (m.len != len) throw "error";  TSquareDynamicMatrix<T> res(\*this);  for (int i = 0; i < len; i++)  for (int j = 0; j < len; j++)  {  res[i][j] = 0;  for (int k = 0; k < len; k++)  res.pMem[i][j] += pMem[i][k] \* m.pMem[k][j];  }  return res;  }  template<class T>  inline TSquareDynamicMatrix<T> TSquareDynamicMatrix<T>::operator=(const TSquareDynamicMatrix<T>& m)  {  TDynamicVector<TDynamicVector<T>>::operator=(m);  return \*this;  }  template<class T>  std::istream& operator>>(std::istream& istr, TSquareDynamicMatrix<T>& m)  {  std::cout << "Enter your matrix = " << std::endl;  for (int i = 0; i < m.size(); i++)  {  for (int j = 0; j < i + 1; j++)  {  istr >> m[i][j];  }  }  return istr;  }  template<class T>  std::ostream& operator<<(std::ostream& ostr, TSquareDynamicMatrix<T>& m)  {  for (int i = 0; i < m.size(); i++)  {  for (int j = 0; j < m.size(); j++)  {  ostr << m[i][j] << ' ';  }  std::cout << std::endl;  }  return ostr;  } |

Приложение 3

|  |
| --- |
| #ifndef \_\_TTriangleDynamicMatrix\_H\_\_  #define \_\_TTriangleDynamicMatrix\_H\_\_  #include <iostream>  #include "TVector.h"  using namespace std;  template<class T>  class TTriangleDynamicMatrix : protected TDynamicVector<TDynamicVector<T>>  {  using TDynamicVector<TDynamicVector<T>>::pMem;  using TDynamicVector<TDynamicVector<T>>::len;  public:  using TDynamicVector<TDynamicVector<T>>::operator[];  using TDynamicVector<TDynamicVector<T>>::size;  TTriangleDynamicMatrix();  TTriangleDynamicMatrix(int n);  TTriangleDynamicMatrix(const TTriangleDynamicMatrix<T>& m);  bool operator==(const TTriangleDynamicMatrix<T>& m);  bool operator!=(const TTriangleDynamicMatrix<T>& m);  TTriangleDynamicMatrix<T> operator\*(const T& v);  TDynamicVector<T> operator\*(TDynamicVector<T>& v);  TTriangleDynamicMatrix<T> operator+(const TTriangleDynamicMatrix<T>& m);  TTriangleDynamicMatrix<T> operator-(const TTriangleDynamicMatrix<T>& m);  TTriangleDynamicMatrix<T> operator\*(const TTriangleDynamicMatrix<T>& m);  TTriangleDynamicMatrix<T> operator=(const TTriangleDynamicMatrix<T>& m);  friend istream& operator>>(istream& istr, const TTriangleDynamicMatrix<T>& m);  friend ostream& operator<<(ostream& ostr, const TTriangleDynamicMatrix<T>& m);  };  #endif  template<class T>  inline TTriangleDynamicMatrix<T>::TTriangleDynamicMatrix()  {  this->len = NULL;  this->pMem = nullptr;  }  template<class T>  inline TTriangleDynamicMatrix<T>::TTriangleDynamicMatrix(int n)  {  if (n <= 0) throw "error";  this->len = n;  if (this->pMem != nullptr)  delete[] this->pMem;  this->pMem = new TDynamicVector<T>[this->len];  for (int i = 0; i < this->len; i++)  this->pMem[i] = TDynamicVector<T>(i + 1);  }  template<class T>  inline TTriangleDynamicMatrix<T>::TTriangleDynamicMatrix(const TTriangleDynamicMatrix<T>& m)  {  if (m.len == 0)  this->pMem = 0;  if (m.len > 0)  this->len = m.len;  this->pMem = new TDynamicVector<T>[len];  for (int i = 0; i < len; i++)  this->pMem[i] = m.pMem[i];  }  template<class T>  inline bool TTriangleDynamicMatrix<T>::operator==(const TTriangleDynamicMatrix<T>& m)  {  return TDynamicVector < TDynamicVector<T>> :: operator==(m);  }  template<class T>  inline bool TTriangleDynamicMatrix<T>::operator!=(const TTriangleDynamicMatrix<T>& m)  {  return TDynamicVector < TDynamicVector<T>> :: operator!=(m);  }  template<class T>  inline TTriangleDynamicMatrix<T> TTriangleDynamicMatrix<T>::operator\*(const T& v)  {  TTriangleDynamicMatrix<T> res(\*this);  for (int i = 0; i < len; i++)  res.pMem[i] = pMem[i] \* v;  return res;  }  template<class T>  inline TDynamicVector<T> TTriangleDynamicMatrix<T>::operator\*(TDynamicVector<T>& v)  {  if (this->len != v.size()) throw "error";  TDynamicVector<T> res(this->len);  for (int i = 0; i < len; i++)  {  res[i] = 0;  for (int j = 0; j <= i; j++)  res[j] += this->pMem[i][j] \* v[i];  }  return res;  }  template<class T>  inline TTriangleDynamicMatrix<T> TTriangleDynamicMatrix<T>::operator+(const TTriangleDynamicMatrix<T>& m)  {  if (m.len != len) throw "error";  TTriangleDynamicMatrix<T> res(\*this);  for (int i = 0; i < len; i++)  res.pMem[i] = pMem[i] + m.pMem[i];  return res;  }  template<class T>  inline TTriangleDynamicMatrix<T> TTriangleDynamicMatrix<T>::operator-(const TTriangleDynamicMatrix<T>& m)  {  if (m.len != len) throw "error";  TTriangleDynamicMatrix<T> res(\*this);  for (int i = 0; i < len; i++)  res.pMem[i] = pMem[i] - m.pMem[i];  return res;  }  template<class T>  inline TTriangleDynamicMatrix<T> TTriangleDynamicMatrix<T>::operator\*(const TTriangleDynamicMatrix<T>& m)  {  if (m.len != len) throw "error";  TTriangleDynamicMatrix<T> res(\*this);  for (int i = 0; i < len; i++)  for (int j = 0; j <= i; j++)  {  res[i][j] = 0;  for (int k = j; k <= i; k++)  res.pMem[i][j] += m.pMem[i][k] \* pMem[k][j];  }  return res;  }  template<class T>  inline TTriangleDynamicMatrix<T> TTriangleDynamicMatrix<T>::operator=(const TTriangleDynamicMatrix<T>& m)  {  TDynamicVector<TDynamicVector<T>>::operator=(m);  return \*this;  }  template<class T>  std::istream& operator>>(std::istream& istr, TTriangleDynamicMatrix<T>& m)  {  std::cout << "Enter your matrix = " << std::endl;  for (int i = 0; i < m.size(); i++)  {  for (int j = 0; j < i + 1; j++)  {  istr >> m[i][j];  }  }  return istr;  }  template<class T>  std::ostream& operator<<(std::ostream& ostr, TTriangleDynamicMatrix<T>& m)  {  for (int i = 0; i < m.size(); i++)  {  for (int j = 0; j < i + 1; j++)  {  ostr << m[i][j] << ' ';  }  std::cout << std::endl;  }  return ostr;  } |

Приложение 4

|  |
| --- |
| #include "gtest.h"  #include "TTriangleMatrix.h"  TEST(TDynamicVector, can\_create\_vector\_with\_positive\_length)  {  ASSERT\_NO\_THROW(TDynamicVector<int> v(5));  }  TEST(TDynamicVector, throws\_when\_create\_vector\_with\_negative\_length)  {  ASSERT\_ANY\_THROW(TDynamicVector<int> v(-5));  }  TEST(TDynamicVector, can\_create\_copied\_vector)  {  TDynamicVector<int> v(10);  ASSERT\_NO\_THROW(TDynamicVector<int> v1(v));  }  TEST(TDynamicVector, copied\_vector\_has\_its\_own\_memory)  {  TDynamicVector<int> v1(4);  v1[2] = 2;  TDynamicVector<int> v2 = v1;  EXPECT\_NE(&v1, &v2);  }  TEST(TDynamicVector, can\_get\_size)  {  TDynamicVector<int> v(4);  EXPECT\_EQ(4, v.size());  }  TEST(TDynamicVector, assign\_operator\_change\_vector\_size)  {  TDynamicVector<int> v1(2), v2(4);  v2 = v1;  EXPECT\_EQ(v1.size(), v2.size());  }  TEST(TDynamicVector, compare\_equal\_vectors\_return\_true)  {  TDynamicVector<int> v1(2), v2(2);  v1 = v2;  EXPECT\_TRUE(v1 == v2);  }  TEST(TDynamicVector, compare\_vector\_with\_itself\_return\_true)  {  TDynamicVector<int> v1(2);  v1[0] = 2;  v1[1] = 2;  EXPECT\_TRUE(v1 == v1);  }  TEST(TDynamicVector, vectors\_with\_different\_size\_are\_not\_equal)  {  TDynamicVector<int> v1(2), v2(4);  EXPECT\_TRUE(v1 != v2);  }  TEST(TDynamicVector, cant\_multiply\_vectors\_with\_not\_equal\_size)  {  TDynamicVector<int> v1(2), v2(4);  ASSERT\_ANY\_THROW(v1 \* v2);  }  TEST(TDynamicVector, can\_resize\_vector)  {  TDynamicVector<int> v(5);  v.Resize(8);  EXPECT\_EQ(8, v.size());  }  TEST(TDynamicVector, cant\_resize\_vector\_to\_negative\_size)  {  TDynamicVector<int> v1(2);  ASSERT\_ANY\_THROW(v1.Resize(-2));  }  TEST(TDynamicVector, cant\_found\_element\_with\_negative\_index)  {  TDynamicVector<int> v1(2);  ASSERT\_ANY\_THROW(v1[-1]);  }  TEST(TDynamicVector, can\_found\_element\_with\_positive\_index)  {  TDynamicVector<int> v1(2);  ASSERT\_NO\_THROW(v1[1]);  }  TEST(TDynamicVector, can\_add\_scalar\_to\_vector)  {  TDynamicVector<int> v1(2);  int b = 4;  ASSERT\_NO\_THROW(v1 + b);  }  TEST(TDynamicVector, can\_substract\_scalar\_from\_vector)  {  TDynamicVector<int> v1(2);  double b = 4.0;  ASSERT\_NO\_THROW(v1 - b);  }  TEST(TDynamicVector, can\_multiply\_vector\_by\_scalar)  {  TDynamicVector<int> v1(2);  v1[0] = 2;  v1[1] = 2;  double b = 4.0;  TDynamicVector<int> v2(2);  v2[0] = 8;  v2[1] = 8;  ASSERT\_NO\_THROW(v1 \* b);  EXPECT\_TRUE(v2 == (v1 \* b));  }  TEST(TDynamicVector, can\_sum\_vectors)  {  TDynamicVector<int> v1(2);  v1[0] = 2;  v1[1] = 2;  TDynamicVector<int> v2(2);  v2[0] = 8;  v2[1] = 8;  ASSERT\_NO\_THROW(v1 + v2);  }  TEST(TDynamicVector, can\_substact\_vectors)  {  TDynamicVector<int> v1(2);  v1[0] = 2;  v1[1] = 2;  TDynamicVector<int> v2(2);  v2[0] = 8;  v2[1] = 8;  ASSERT\_NO\_THROW(v1 - v2);  }  TEST(TDynamicVector, can\_equate\_vector)  {  TDynamicVector<int> v1(2);  v1[0] = 2;  v1[1] = 2;  TDynamicVector<int> v2(2);  v2[0] = 8;  v2[1] = 8;  v2 = v1;  EXPECT\_TRUE(v2 == v1);  EXPECT\_EQ(v2[0], 2);  } |

Приложение 5

|  |
| --- |
| #include "gtest.h"  #include "TSquareMatrix.h"  TEST(TTriangleDynamicMatrix, can\_create\_matrix\_with\_positive\_length)  {  ASSERT\_NO\_THROW(TTriangleDynamicMatrix<int> m(5));  }  TEST(TTriangleDynamicMatrix, throws\_when\_create\_matrix\_with\_negative\_length)  {  ASSERT\_ANY\_THROW(TTriangleDynamicMatrix<int> m(-5));  }  TEST(TTriangleDynamicMatrix, can\_create\_copied\_matrix)  {  TTriangleDynamicMatrix<int> m(5);  ASSERT\_NO\_THROW(TTriangleDynamicMatrix<int> m1(m));  }  TEST(TTriangleDynamicMatrix, can\_get\_size)  {  TTriangleDynamicMatrix<int> m(4);  EXPECT\_EQ(4, m.size());  }  TEST(TTriangleDynamicMatrix, compare\_equal\_matrices\_return\_true)  {  TTriangleDynamicMatrix<int> m1(2), m2(2);  m1 = m2;  EXPECT\_TRUE(m1 == m2);  }  TEST(TTriangleDynamicMatrix, compare\_matrix\_with\_itself\_return\_true)  {  TTriangleDynamicMatrix<int> m1(2);  EXPECT\_TRUE(m1 == m1);  }  TEST(TTriangleDynamicMatrix, matrices\_with\_different\_size\_are\_not\_equal)  {  TTriangleDynamicMatrix<int> m1(2), m2(4);  EXPECT\_TRUE(m1 != m2);  }  TEST(TTriangleDynamicMatrix, cant\_add\_matrices\_with\_not\_equal\_size)  {  TTriangleDynamicMatrix<int> m1(2), m2(4);  ASSERT\_ANY\_THROW(m1 + m2);  }  TEST(TTriangleDynamicMatrix, can\_add\_matrices\_with\_equal\_size)  {  TTriangleDynamicMatrix<int> m1(2), m2(2), m3(2);  m1[0][0] = 1;  m1[1][0] = 1;  m1[1][1] = 1;  m2[0][0] = 2;  m2[1][0] = 2;  m2[1][1] = 2;  m3 = m1 + m2;  EXPECT\_EQ(m3[0][0], 3);  }  TEST(TTriangleDynamicMatrix, cant\_subtract\_matrixes\_with\_not\_equal\_size)  {  TTriangleDynamicMatrix<int> m1(2), m2(4);  ASSERT\_ANY\_THROW(m1 - m2);  }  TEST(TTriangleDynamicMatrix, can\_subtract\_matrixes\_with\_equal\_size)  {  TTriangleDynamicMatrix<int> m1(2), m2(2), m3(2);  m1[0][0] = 1;  m1[1][0] = 1;  m1[1][1] = 1;  m2[0][0] = 2;  m2[1][0] = 2;  m2[1][1] = 2;  m3 = m1 - m2;  ASSERT\_NO\_THROW(m1 - m2);  EXPECT\_EQ(m3[0][0], -1);  }  TEST(TTriangleDynamicMatrix, cant\_multiply\_matrixes\_with\_not\_equal\_size)  {  TTriangleDynamicMatrix<int> m1(2), m2(4);  ASSERT\_ANY\_THROW(m1 \* m2);  }  TEST(TTriangleDynamicMatrix, can\_equate\_matrixes)  {  TTriangleDynamicMatrix<int> m1(2), m2(4);  ASSERT\_NO\_THROW(m1 = m2);  }  TEST(TTriangleDynamicMatrix, can\_multiply\_matrixes\_with\_equal\_size)  {  TTriangleDynamicMatrix<int> m1(2), m2(2), m3(2);  m1[0][0] = 1;  m1[1][0] = 1;  m1[1][1] = 1;  m2[0][0] = 2;  m2[1][0] = 2;  m2[1][1] = 2;  m3 = m1 \* m2;  EXPECT\_EQ(m3[0][0], 2);  EXPECT\_EQ(m3[1][0], 4);  }  TEST(TTriangleDynamicMatrix, can\_multiply\_matrix\_by\_vector)  {  TTriangleDynamicMatrix<int> m1(2);  TDynamicVector<int> v(2), vres;  m1[0][0] = 1;  m1[1][0] = 2;  m1[1][1] = 4;  v[0] = 1;  v[1] = 2;  vres = m1 \* v;  EXPECT\_EQ(vres[0], 5);  EXPECT\_EQ(vres[1], 8);  }  TEST(TTriangleDynamicMatrix, cant\_multiply\_matrix\_by\_vector\_with\_not\_equal)  {  TTriangleDynamicMatrix<int> m1(2);  TDynamicVector<int> v(3);  ASSERT\_ANY\_THROW(m1 \* v);  }  TEST(TTriangleDynamicMatrix, can\_multiply\_matrix\_by\_scalar)  {  TTriangleDynamicMatrix<int> mat(2);  mat[0][0] = 2;  mat[1][0] = 3;  mat[1][1] = 5;  TTriangleDynamicMatrix<int> res = mat \* 2;  EXPECT\_EQ(res[0][0], 4);  EXPECT\_EQ(res[1][0], 6);  EXPECT\_EQ(res[1][1], 10);  }  TEST(TSquareDynamicMatrix, can\_create\_matrix\_with\_positive\_length)  {  ASSERT\_NO\_THROW(TSquareDynamicMatrix<int> m(5));  }  TEST(TSquareDynamicMatrix, throws\_when\_create\_matrix\_with\_negative\_length)  {  ASSERT\_ANY\_THROW(TSquareDynamicMatrix<int> m(-5));  }  TEST(TSquareDynamicMatrix, can\_create\_copied\_matrix)  {  TSquareDynamicMatrix<int> m(5);  ASSERT\_NO\_THROW(TSquareDynamicMatrix<int> m1(m));  }  TEST(TSquareDynamicMatrix, can\_get\_size)  {  TSquareDynamicMatrix<int> m(4);  EXPECT\_EQ(4, m.size());  }  TEST(TSquareDynamicMatrix, compare\_equal\_matrices\_return\_true)  {  TSquareDynamicMatrix<int> m1(2), m2(2);  m1 = m2;  EXPECT\_TRUE(m1 == m2);  }  TEST(TSquareDynamicMatrix, compare\_matrix\_with\_itself\_return\_true)  {  TSquareDynamicMatrix<int> m1(2);  EXPECT\_TRUE(m1 == m1);  }  TEST(TSquareDynamicMatrix, matrices\_with\_different\_size\_are\_not\_equal)  {  TSquareDynamicMatrix<int> m1(2), m2(4);  EXPECT\_TRUE(m1 != m2);  }  TEST(TSquareDynamicMatrix, cant\_add\_matrices\_with\_not\_equal\_size)  {  TSquareDynamicMatrix<int> m1(2), m2(4);  ASSERT\_ANY\_THROW(m1 + m2);  }  TEST(TSquareDynamicMatrix, can\_add\_matrices\_with\_equal\_size)  {  TSquareDynamicMatrix<int> m1(2), m2(2), m3(2);  m1[0][0] = 1;  m1[1][0] = 1;  m1[1][1] = 1;  m2[0][0] = 2;  m2[1][0] = 2;  m2[1][1] = 2;  m3 = m1 + m2;  EXPECT\_EQ(m3[0][0], 3);  }  TEST(TSquareDynamicMatrix, cant\_subtract\_matrixes\_with\_not\_equal\_size)  {  TSquareDynamicMatrix<int> m1(2), m2(4);  ASSERT\_ANY\_THROW(m1 - m2);  }  TEST(TSquareDynamicMatrix, can\_subtract\_matrixes\_with\_equal\_size)  {  TSquareDynamicMatrix<int> m1(2), m2(2), m3(2);  m1[0][0] = 1;  m1[1][0] = 1;  m1[1][1] = 1;  m2[0][0] = 2;  m2[1][0] = 2;  m2[1][1] = 2;  m3 = m1 - m2;  ASSERT\_NO\_THROW(m1 - m2);  EXPECT\_EQ(m3[0][0], -1);  }  TEST(TSquareDynamicMatrix, cant\_multiply\_matrixes\_with\_not\_equal\_size)  {  TSquareDynamicMatrix<int> m1(2), m2(4);  ASSERT\_ANY\_THROW(m1 \* m2);  }  TEST(TSquareDynamicMatrix, can\_equate\_matrixes)  {  TSquareDynamicMatrix<int> m1(2), m2(4);  ASSERT\_NO\_THROW(m1 = m2);  }  TEST(TSquareDynamicMatrix, can\_multiply\_matrixes\_with\_equal\_size)  {  TSquareDynamicMatrix<int> m1(2), m2(2), m3(2);  m1[0][0] = 1;  m1[0][1] = 1;  m1[1][0] = 1;  m1[1][1] = 1;  m2[0][0] = 2;  m2[0][1] = 2;  m2[1][0] = 2;  m2[1][1] = 2;  m3 = m1 \* m2;  EXPECT\_EQ(m3[0][0], 4);  EXPECT\_EQ(m3[1][0], 4);  }  TEST(TSquareDynamicMatrix, can\_multiply\_matrix\_by\_vector)  {  TSquareDynamicMatrix<int> m1(2);  TDynamicVector<int> v(2), vres;  m1[0][0] = 1;  m1[0][1] = 3;  m1[1][0] = 2;  m1[1][1] = 4;  v[0] = 1;  v[1] = 2;  vres = m1 \* v;  EXPECT\_EQ(vres[0], 7);  EXPECT\_EQ(vres[1], 10);  }  TEST(TSquareDynamicMatrix, cant\_multiply\_matrix\_by\_vector\_with\_not\_equal)  {  TSquareDynamicMatrix<int> m1(2);  TDynamicVector<int> v(3);  ASSERT\_ANY\_THROW(m1 \* v);  }  TEST(TSquareDynamicMatrix, can\_multiply\_matrix\_by\_scalar)  {  TSquareDynamicMatrix<int> mat(2);  mat[0][0] = 2;  mat[1][0] = 3;  mat[1][1] = 5;  TSquareDynamicMatrix<int> res = mat \* 2;  EXPECT\_EQ(res[0][0], 4);  EXPECT\_EQ(res[1][0], 6);  EXPECT\_EQ(res[1][1], 10);  } |